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**Task:**

**Implement Singly Linked List with following operations:**

**1) Insertion**

**2) Insertion at index**

**3) Deletion by value**

**4) Printing list**

**Output:**

**![](data:image/png;base64,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)**

**Code:**

public class PracticeQuestion {  
 public static void main(String[] args) {  
 Linkedlist list = new Linkedlist();  
 System.*out*.println(list.*Displayreverse*()); //Q2  
  
 list.*insert*(1); // Q3  
 list.*insertAtstart*(2); //Q4  
 list.*insert*(5,2); //Q5 at any postion or mid  
 list.*insert*(9,2);  
 list.*insert*(1); // Q3  
 list.*insertAtstart*( 2); //Q4  
 list.*insert*( 5,0); //Q5 at any postion or mid  
  
 System.*out*.println(list.*Display*());  
  
 list.*update*( 2,78); //Q5 at any postion or mid  
  
 System.*out*.println(list.*Display*());  
  
 list.*deleteFront*();  
 list.*deleteByValue*(5);  
 list.*deleteBykey*(9);  
 list.*delete*();  
 System.*out*.println(list.*Display*());  
  
 list.*insert*( 5);  
 list.*insert*( 9);  
 System.*out*.println(list.*Display*());  
  
 list.*deleteDuplicate*();  
 System.*out*.println(list.*Display*());  
  
 }  
}

**Main class(class in which object of the linked list used).**

**Linkedlist class**

package com.company.Linkedlist;  
  
import java.util.HashSet;  
  
public class Linkedlist {  
 private static Node *head*;  
  
 static class Node{  
 private int Value;  
 private Node pointer;  
  
 Node(int data){  
 Value = data;  
 pointer = null;  
 }  
 }  
  
 static int getLenght() {  
 int i = 0;  
 Node last = *head*;  
 while (last.pointer != null) {  
 i++;  
 last = last.pointer;  
 }  
 return i;  
 }  
 static boolean isEmpty() {  
 boolean condition = true;  
  
 if (*head* == null)  
 condition = false;  
  
 return condition;  
 }  
  
 // add the element in the linked list  
 static void insert(int data) {  
 Node new\_node = new Node(data);  
 new\_node.pointer = null;  
  
 if (!*isEmpty*())  
 *head* = new\_node;  
 else {  
 Node last = *head*;  
 while (last.pointer != null)  
 last = last.pointer;  
  
 last.pointer = new\_node;  
 }  
 }  
 static void insert( int data, int key) {  
 int size = *getLenght*();  
 Node new\_node = new Node(data);  
 Node prev = null;  
 Node current = *head*;  
  
 if(key == 0)  
 *insertAtstart*(data);  
 else if(key > size-1)  
 *insert*(data);  
 else{  
 for(int i = 0; i < key; i++)  
 current = (prev = current).pointer;  
  
 new\_node.pointer = current;  
 prev.pointer = new\_node;  
 }  
 }  
 static void insertAtstart(int data) {  
 Node new\_node = new Node(data);  
  
 if (!(*isEmpty*()))  
 *head* = new\_node;  
 else {  
 new\_node.pointer = *head*;  
 *head* = new\_node;  
 }  
 }  
  
 // delete the element in the linked list  
 static void deleteByValue(int key){  
 Node currNode = *head*,  
 prev = null;  
  
 if (currNode != null && currNode.Value == key) {  
 *head* = currNode.pointer;  
 System.*out*.println(key + " found and deleted");  
 return;  
 }  
  
 while (currNode != null && currNode.Value != key)  
 currNode = (prev = currNode).pointer;  
  
  
 if (currNode != null) {  
 prev.pointer = currNode.pointer;  
 System.*out*.println(key + " found and deleted");  
 }  
  
 if (currNode == null)  
 System.*out*.println(key + " not found");  
  
 }  
 static void deleteBykey(int key){  
 int size = *getLenght*();  
 Node currNode = *head*,  
 prev = null;  
  
 if (size < key) {  
 System.*out*.println(key + " not Exist");  
 return;  
 }  
  
 if (key == 0){  
 *head* = currNode.pointer;  
 System.*out*.println((currNode.pointer).Value + " found and deleted");  
 return;  
 }  
  
 for (int i=0; i<key; i++)  
 currNode = (prev = currNode).pointer;  
  
 prev.pointer = currNode.pointer;  
 System.*out*.println(key + " found and deleted");  
  
 }  
 static void delete(){  
 *deleteBykey*(*getLenght*());  
 }  
 static void deleteFront(){  
 *deleteBykey*(0);  
 }  
 static void deleteDuplicate(){  
 HashSet<Integer> hs = new HashSet<>();  
  
 Node current = *head*;  
 Node prev = null;  
 while (current != null) {  
 if (hs.contains(current.Value)) prev.pointer = current.pointer;  
 else {  
 hs.add(current.Value);  
 prev = current;  
 }  
 current = current.pointer;  
 }  
 }  
  
 // update the element in the linked list  
 static void update( int index, int value){  
 Node currNode = *head*;  
 if (*getLenght*() < index) {  
 System.*out*.println("Index not Exist! ");  
 return;  
 }  
  
 for (int i = 0; i < index; i++)  
 currNode = currNode.pointer;  
  
 currNode.Value = value;  
 }  
  
 // search the element in the linked list  
 static Boolean Search( int key) {  
 Node currNode = *head*;  
 Boolean condition = false;  
  
 if (currNode == null)  
 return condition;  
  
  
 while (currNode.Value != key)  
 currNode = currNode.pointer;  
  
 if (currNode != null) condition = true;  
 else System.*out*.println(key + " not Exist(404 Error)");  
  
 return condition;  
 }  
  
 //Sorting the Element in the  
 static void sortList() {  
 Node current = *head*, index = null;  
 int temp;  
  
 if(current == null) {  
 return;  
 }  
 else {  
 while(current != null) {  
 index = current.pointer;  
  
 while(index != null) {  
 if(current.Value > index.Value) {  
 temp = current.Value;  
 current.Value = index.Value;  
 index.Value = temp;  
 }  
 index = index.pointer;  
 }  
 current = current.pointer;  
 }  
 }  
 }  
  
 //Merge Two linked list in the element  
 static Linkedlist Merge(Linkedlist list1,Linkedlist list2){  
 Linkedlist list = new Linkedlist();  
 int l1 = *getLenght*(),l2 = *getLenght*();  
 Node current = list1.*head*;  
  
 for (int i = 0; i <= (l1+l2)+1; i++) {  
 list.*insert*(current.Value);  
 if (l1 != i) current = current.pointer;  
 else current = list2.*head*;  
 }  
 return list;  
 }  
  
 //count the odd and even nodes  
 static int countOdd(){  
 int count = 0;  
 Node current = *head*;  
 while (current.pointer != null){  
 if (current.Value % 2 == 0)  
 count++;  
 current = current.pointer;  
 }  
 return count;  
 }  
 static int countEven(){  
 int count = 0;  
 Node current = *head*;  
 while (current.pointer != null){  
 if (current.Value % 2 != 0)  
 count++;  
 current = current.pointer;  
 }  
 return count;  
 }  
  
 //swap the number  
 static void swap(Node n1,Node n2){  
 int temp = n1.Value;  
 n1.Value = n2.Value;  
 n2.Value = temp;  
 }  
 static void swapAdj(){  
 int count = 0;  
 Node current = *head*;  
 while (current.pointer != null) {  
 *swap*(current,(current = current.pointer));  
 current = current.pointer;  
 }  
 }  
  
  
 //Display methods  
 static String Display(){  
 Node currNode = *head*;  
 String display = "LinkedList: {";  
  
 while (currNode != null) {  
 display += currNode.Value + ", ";  
 currNode = currNode.pointer;  
 }  
 display += "\b\b};";  
 return display;  
 }  
 static String Displayreverse (){  
 Node currNode = *head*;  
 String display = "}";  
  
 while (currNode != null) {  
 display += currNode.Value + " ";  
 currNode = currNode.pointer;  
 }  
 display += "{";  
  
 display = "LinkedList reverse: " +(new StringBuilder(display)).reverse();  
 return display;  
 }  
  
}